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Abstract 
This paper deals with the integration of cost considerations into the technological design process of a 
product. As an example serves a self-balancing two-wheel scooter. The design process of that scooter is 
expanded with aspects from the cost-domain so that the design can be enhanced with economic 
knowledge. Methods of modern software engineering are applied onto classical engineering. For this 
purpose so called graph-based design languages are used. Through the representation as an UML-model, 
the realization of interfaces to antecedent and subsequent systems can be eased. 

Keywords: digital design, design automation, design knowledge, cost modelling, graph-based 
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1. Introduction 
A large share of the activities in mechanical engineering is geometry-based and –centred. Additionally, 
a variety of software tools is used in the design process and the process integration between these 
software tools works only partially. A large part of the information which are required in the whole 
design process does not exist in the Computer-Aided-Design-(CAD)-models. Currently, a general trend 
in engineering towards individual production with a variety of individual product versions can be 
observed. To allow an efficient design of this multitude of individualized products, the automation of 
design process is necessary. Important is also the reusability of the rich body of knowledge in the design 
process. This representation of knowledge is often limited to geometrical information and is therefore 
underrepresented in existing models. As in the fourth industrial revolution automation and digital 
depiction of processes and thus the overcoming of interfaces gains importance, the competitiveness of 
companies depends exactly on these. 
The challenge in engineering design is the integration of knowledge from different domains. Therefore, 
methods of software engineering like Design Patterns, abstraction and modelling languages may be 
applied to engineering design processes. 
Product developers and designers often focus on technological aspects of their product; financial aspects 
are frequently not with considerable effort. Due to the massive influence of product costs in the early 
stages of the product lifecycle – especially in the planning and development phase – the product 
developers and designers have direct influence on the final product costs and should therefore know 
how their activities impact the costs of the product (Ehrlenspiel et al., 2014). As a last resort an 
evolutionary product would be possibly discarded for lack of efficiency after having carried out a cost 
analysis. Valuable work time is wasted because a rescheduling brings at least as much work as a redesign 
would require. 
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Previous research concerning graph-based design languages did not include deep considerations of cost 
calculation. However, graph-based languages dispose of the potential to interlink knowledge from 
different domains such as product geometry and product and context costs; this aspect is the main focus 
of this paper. 
The described research is generally based on the Design Research Methodology (DRM) framework as 
presented by Blessing and Chakrabarti (2009). In this framework, four general stages of research can be 
distinguished. The presented research focuses on an investigation of a novel approach: graph-based 
design languages for cost representation in highly integrated product models. This can be characterized 
as a research project type five (Blessing and Chakrabarti, 2009). Here a product development support is 
created on the basis of a detailed generation of product development process understanding and is 
initially evaluated. Obviously, the research type five cannot really prove a research thesis, but it can 
indicate that the application of a product development support is logically sound and carries process 
improvement potential. 
The next section presents the current state of the art of graph-based design languages, product cost 
calculation and representation of knowledge in libraries. The detailed description of the integration of 
the consideration of costs will be presented in Section 3. Section 4 describes the sample product, a self-
balancing two-wheel scooter. The paper closes with discussion and reflection as well as a summary and 
outlook.  

2. State of the art 

2.1. Design methodology 
The design process of a product is often long and iteratively. It represents the synthesis of the final 
design, which considers early stages specified definitions of the designed object. Requirements and 
constraints, which occur within the design process, have to be fulfilled (Lawson, 2006). In this case, 
constraints are defined as limiting conditions or restrictions revealing within the design process.  
The presented approach within this paper uses the design methodology of Pahl and Beitz (Feldhusen 
and Grote, 2013). Considering that, the design process can be split up into these steps: Planning and task 
clarification, conceptual design, embodiment design, detail design and overall design process. In the 
time of the conceptual design phase, a principle solution is fleshed out. Therefor all essential problem 
statements are disassembled into subtasks (e.g. sub functions). Searching for suitable solutions or to use 
existing experience and knowledge is the goal. A combination of partial solutions leads to different 
solution alternatives. Afterwards, on the basis of defined evaluation criteria (e. g. technical or economic 
criteria) in order to find the most suitable solution the solutions alternatives are evaluated (Feldhusen 
and Grote, 2013). Complex design tasks call for iteration loops (Lindemann and Ponn, 2011; Feldhusen 
and Grote, 2013). An increasing complexity of the designs as well as a target improvement in efficiency 
postulates computer aided methods for automation within the design process (Feldhusen and Grote, 
2013). 

2.2. Graph-based design languages 
In the state of the art design process a multiplicity of different domains do exist. This causes immense 
efforts and leads to an interface design and standard for exchanging data between these domains. A 
novel approach is to use a common language to describe the product lifecycle by means of the Unified 
Modeling Language (UML). By creating vocabularies (UML classes) and rules (UML activities) a 
design language can be generated for an arbitrary product. The result is a central data model in form of 
a design-graph (embodying the UML model) with one interface to each domain of the product lifecycle. 
Another advantage of using graph-based design languages is the inherent consistency of the generated 
graph as all domains gain their information from that one data model (single source of truth). Further 
forms of representation can be derived from the graph as it is shown in Figure 1: for example the 
geometry in form of a 3D model can be generated or a bill of materials (BOM) can be set up because all 
information that evolve during the runtime of the program is present in the graph. Also the product 
requirements are stored in the central model. Product requirements significantly define the manifestation 
of the product and have a massive impact on the geometry as well as the BOM and the product costs. 
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Deeper analysis of the representation of requirements in graph-based design languages conduct were 
carried out by Holder et al. (2017a). This integrated representation of many domains underlines again 
the advantages of the application of graph-based design languages. Classical CAD-tools presently do 
not provide such possibilities. 

 
Figure 1. Central model with its forms of digital representations 

It is important to note that the concept of graph-based design languages does not aim to replace any 
existing domain-specific software solutions but to integrate them. A central abstract data model can be 
transferred to a domain-specific view. Also the way back is possible, e.g. when the finite element 
simulation (as a domain specific view) has been solved and the results are fed back into the central data 
model. With the flexibility of this concept, proprietary software solutions and their model formats do 
not tie the user to their license system any more, as simply another interface can be written (e.g. for an 
open source solution) and no knowledge is lost. Currently all knowledge stored in proprietary file 
formats is lost, when the license is no longer available. Especially small and medium size businesses 
can highly profit from this approach as they cannot afford the high sophisticated analysis tools. 
The idea of using graph-based design languages for engineering design comes from Rudolph, which he 
developed within his habilitation thesis (Rudolph, 2002). Synthesising on prior works of Lindenmayer, 
who uses simple rules to assemble complex structures (Lindenmayer, 1968) and developing a new 
algorithm, which find the right order of solving equations, Alber and Rudolph (2004) show the potential 
of rule-based engineering on the example of a power pole. This idea is further developed towards the 
development of a complete satellite system (Groß, 2013) and is currently explored within the research 
project ZAFH "Digital Product Life Cycle". Reichwein (2011) deals with the question, how UML can 
be a language for representing engineering objects, which leads to a shift away from XML to UML and 
is still today the modelling language of choice for graph-based design languages. 

2.3. Product cost calculation 
Product cost estimation and prediction at the early design phase is one of the main crucial aspects for a 
company to be successful due to shortening product life cycles and competitive markets. This allows a 
company to rapidly compare different solutions within the design process and make well-grounded 
decisions. An essential part of cost management is the product development accompanying calculation. 
To identify the impact of design decisions regarding the cost structure, a product cost calculation should 
be directly performed while designing (Ehrlenspiel et al., 2014). Within this early design stage, on the 
one hand the influence of the product design is great, but on the other hand the level of information of 
the future product is low (dilemma of development accompanying calculation). This leads to uncertain 
cost statements. In the interest of an early cost sensitive design process the inaccuracy must be accepted 
(Joos-Sachse, 2014). The process of predicting the cost of a work activity or an output by an 
interpretation of historical data or knowledge is known as cost estimation. Usually, this is done by cost 
modelling (Curran et al., 2004). The goal of a development accompanying cost calculation is to collect, 
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structure and process all relevant cost data and information in order to provide the results to designers, 
controllers and deciders. Methods and approaches for cost estimation have been presented in literature 
(e. g. in Duverlie and Castelain, 1999; Rush and Roy, 2000; Niazi et al., 2006). Those cost estimating 
or Design-to-Cost methods and approaches can be classified as intuitive methods, parametric 
techniques, variant-based models and generative cost estimating models (Nepal et al., 2008). The most 
used methods are based on knowledge, features, operations, weight, material, physical relationship and 
similarity laws (Weustink et al., 2000). According to the complexity of the mentioned methods and the 
required information basis a computer-aided support is helpful. In the literature and industrial 
application, there exist many IT solutions, but mostly developed for a specific use case (Mörtl, 2013). 
If the level of detail within the product development process increases, it results in more accurate product 
cost calculations. 
As the design process is iterative the cost estimation (or later in the process the cost calculation) needs 
often to be changed, updated or post-processed. If there is an uncoupled IT solution, the process is error-
prone and connected with manual work. This reduces the acceptance as it is a time-consuming process 
and the data consistency and traceability cannot be ensured.  

2.4. Representation of knowledge in libraries 
To integrate the modelling of product costs effectively into the product design, it is reasonable to store 
the cost-structures in an abstract manner in a library as it is known from programming languages. In the 
IEEE-standard a software library is defined as "a controlled collection of software and related 
documentation designed to aid in software development" (IEEE, 1990). It is comparable to a kind of 
modular system. So it is possible for every modeller (and designer) to reuse that knowledge from the 
library whenever it is necessary to model product costs for example. The UML as a modelling language 
provides the optimal environment for that. On the one hand the reusability is supported through the 
object-oriented approach and on the other hand the UML-model can depict a large share of the 
knowledge which is used in the product development as a central and holistic model. Through this 
knowledge representation in the model third parties are able to understand the thoughts of the designer 
and can retrace the product design. In addition to this, it is possible to reuse the knowledge which is 
included in that specific product design. Feldhusen et al. (2013) mention so called product data 
management systems to enrich a product with further information and knowledge. Chapman and Pinfold 
(1999) describe a similar approach of knowledge reuse by applying knowledge-based engineering 
(KBE). 
A characteristic of knowledge modelling in the central model is that the knowledge is not depicted 
encapsulated by functions, but it is modelled in a cross-functional manner for the product. This fact both 
demands and supports the collaboration of specialists in different functional areas and is harmonious 
with the process-oriented point of view. 
To support the representation of knowledge, it is reasonable to create libraries for the specific functional 
knowledge. These libraries provide the necessary components for the knowledge representation in the 
model and are universally usable. So it is possible to apply this library on every project that is created 
by graph-based design languages. For instance, a geometry library for graph-based design languages is 
applied in various works like Ramsaier et al. (2017b), Wünsch (2016), Groß (2013). 
Each library itself is a graph-based design language. Therefore, it contains its own class-diagram. In this 
diagram the necessary classes are created with their inheritance relationships and the associations with 
each other (as usual in graph-based design languages). Thereby the blueprint is created how the costs 
can be modelled later in the project. For the product designer it is necessary to know the content of the 
class diagram of the library to be able to model in the right manner. 
Any such library can be integrated into a design project using graph-based design languages. With this 
one has the possibility to use the classes of the library and create instances of these in the own model. 

3. Integration of consideration of costs  
The specific objective of the integration of costs is to extend engineering design beyond technological 
or physical aspects. The research aims at the integration of economic considerations which lead to the 
specific product. As mentioned at the beginning, the great advantage by using graph-based design 

1772 DESIGN INFORMATION AND KNOWLEDGE



 

languages is that changes of a model are possible at any time, because it can be computed after changes 
in the model in shortest time. Thereby the engineer does not have to renew all designs of all domains 
that are affected by the changes of the model since these changes not only influence the emerging 
geometry of the product but also the costs for example. There is a big potential to evaluate a model also 
by means of the evolving product costs to provide a decision support. 
The consideration of the costs already in the model of the product design makes sense because it is 
possible to achieve cost predictions for the entire product. What kind of costs arises and in which amount 
do they accumulate? 
Reflections of economical design (Ehrlenspiel et al., 2014) or of performing the cost accounting in-
design (Joos-Sachse, 2014) were already initiated. It is a well-known fact that especially during the 
product design phase there exist many possibilities to influence the product costs. 
On the downside it is a problem that at this early stage little information about the evolving product is 
present. The result of a cost calculation is the more precise the more details of the design of the product 
are known. Especially the choice of the concept, the material and the manufacturing processes play a 
big role because these are the influencing criteria for the resulting costs. Another problem is that with 
the increasing level of detail the calculation results are not improving analogous to the higher 
information level and thus there is a change of methods for the cost estimation procedure that often leads 
to difficulties as for example misinterpretation (Joos-Sachse, 2014). 
It is a main thesis of the presented research that these problems can be addressed by using graph-based 
design languages for the design of a product. Since the costs are included in the model in form of UML-
instances they are on the one hand transparent at any time and on the other hand always fit to the level 
of detail of the model. The cost information develops analogous to the proper technical product design. 
The additional effort for the consideration of costs during the development process do not cease even 
though, but after having modelled the costs the cost calculation is adjusted automated at every change 
of the model without additional effort. So no separate post-calculation is necessary if the cost calculation 
is kept consistently in the model. 
The majority of the costs of production factors is determined by the manufacturing processes applied 
because with the choice of a special manufacturing process it is obvious which operating materials and 
which workforces are necessary. Therefore, manufacturing processes have to be part of the cost model, 
which leads to an enlargement of information and the representation of engineering knowledge. 

3.1. Cost-library 
As mentioned before a cost library was developed in form of a graph-based design language for 
modelling costs during the product design process to support the cost calculation and generate cost 
forecasts for the product. The development of the design language for cost modelling was oriented on 
the production factors oriented approach of cost accounting (compare Section 3). On this basis it is 
established both which factors of the product manufacturing are used and what they cost. A possible 
approach of the production factors oriented treatment of cost categories according to (Walter and 
Wünsche, 2013) is illustrated in Figure 2. 

 
Figure 2. Production factors oriented treatment of cost categories 

The dispositive production factors management, planning, organisation and controlling according to 
Gutenberg (1951), are not considered yet, but will be the focus of further research. 
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The chosen approach results in material costs, personnel costs, costs of operating material, energy costs, 
service costs and other costs. According to the domain other differentiation would be possible (Walter 
and Wünsche, 2013). But since the cost library should be applicable universally and not for a distinct 
application the consideration of the costs should take place on this abstract level.  
In consideration of the costs of production factors and manufacturing processes, the UML class diagram 
that is illustrated in 0 was developed. This diagram along with the cost-plugin in form of Java code 
serves as cost library for the modelling of costs within graph-based design languages. The cost plugin 
analyses the modelled instances and creates a cost calculation out of them. 
The class CostModel (red in Figure 3) serves in the program as an entry into the model for generating 
the cost calculation. This class has access to all cost components (grey in Figure 3) through the 
associations (blue arrows). For the actual modelling of costs this class can be neglected. The classes 
CostComponent, CostComponentUnit and CostComponentDuration (orange in Figure 3) represent 
super-classes from which all cost components can inherit the necessary attributes. Since they are 
abstract classes no instances of them can be modelled. The cost component classes are derived from 
the costs for production factors which were mentioned before. It can be distinguished between the 
following classes: PurchasedPart represents all parts that are not of the own manufacture, 
SemifinishedProduct stands for a semi-finished product parts of a distinct material, for example a 
stainless steel tube. To define the (raw-) material the respective material has to be modelled by means 
of the material library which contains all kind of materials and its parameters that are important for a 
product design. This library was developed parallel to the cost library as it became clear that product 
costs are strongly influenced by the used materials. For example a component made of carbon can be 
more expensive than one made of aluminium. To serve the importance of materials with regard to the 
product costs, they shall be represented explicitly in the model. Furthermore the modelling of the 
materials represents engineering knowledge of the product design. So a separate material library was 
created for the support of the cost modelling of an example product described below. This library 
contains possible materials in form of UML classes which can be provided with all attributes that are 
necessary for the modelling. These classes can be instantiated and used in combination with classes of 
the cost library. 

 
Figure 3. Class diagram of the cost library 
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The class Energycosts represents costs for any kind of (process) energy like for example electrical 
energy or gas energy which arise in the usage of operating materials. Because of the arising importance 
of the energy balances of products, the modelling of energy costs can support the schedule of the energy 
balance which represents its own domain and has to be seen separately from the costs. 
AuxiliaryMaterial_Fuel represents any kind of both auxiliary materials and fuels. These are combined 
in one class because in practice the border between them is often unclear. The class Assembly represents 
human work force within an assembly operation. Since the process in the lifecycle shall be modelled in 
a transparent manner this special class was chosen instead of personnel costs for example. For an 
assembly, one or more auxiliary materials, fuels or operating materials may be necessary. This fact is 
represented by the associations going out of this class. OperatingMaterials is an abstract class from 
which all possible operating materials can inherit. In the current model the operating materials Machine 
and Tool are implemented, but it is possible to extend the cost library by additional operating materials 
like properties, buildings, means of transport or office equipment (Wöhe and Döring, 2002). An 
operating material can be necessary for example for a manufacturing process or for an assembly. The 
class ManufacturingProcess similarly to Assembly represents human work force during that process. 
Since the manufacturing process determines a lot of cost factors and is of importance for the subsequent 
production planning and the planning of the digital factory, it is very important to implement it in the 
cost library. Finally the class Service represents all kind of services that are necessary in the process to 
be modelled. Nowadays services have become very important in a product lifecycle and more activities 
are outsourced from the manufacturer to service providers. 

3.2. Cost modelling 
The cost library can be integrated into the design language of the example product described below in 
Section 4. 
Figure 4 shows the UML activity diagram in which the different domains of the product are modelled: 
the requirements, the topology of the product with the resulting geometry and the product costs with the 
aggregation of the costs at the end of the program sequence which finally creates the cost calculation of 
the product. So the knowledge of all these domains is pooled in this design-graph which is shown in the 
bottom right of Figure 5. 

 
Figure 4. UML activity diagram: Requirements, topology, geometry and costs 

The Sub-Program CostModeling contains all UML transformation rules in which the model is enriched 
by components of the cost library. As an example of the cost modelling serves the bar - a part of the 
example product. The rule for the cost modelling of the bar is shown in the upper right of Figure 5: an 
existing instance of the class bar is equipped with instances of the cost library within this rule. With the 
execution of that rule the graph, which represents the holistic model with all its domains and links to 
each other, grows simultaneously and the cost instances are added to the bar as new nodes. The 
difference of the graph of the model before and after the cost modelling (upper left and bottom right in 
Figure 5) can be seen very clearly. That underlines the importance of the additional cost-information 
that a component can be provided with. 
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Figure 5. Cost modelling: UML instances and model representation as a design-graph 

During the execution of the program the cost plugin of the library creates an excel worksheet within 
which all modelled cost components are listed clearly, broken down by cost component. 
This leads to the bill of materials as mentioned at the beginning. Also the BOM can be generated by 
the described cost plugin. A multi-level bill is generated and is enriched with information about costs 
and weight of the components. The BOM is very important for the stochastic material requirements 
planning and the cost calculation of a product. It has not to be created manually any more: All 
instances of the central model which represent a component of a product are automatically inserted 
into the BOM. Since all further information from other domains is deposited at the relevant instance, 
the BOM can be easily enriched with more information. A change of the model leads to a change of 
the BOM. So it is ensured that the BOM is always filled with consistent data - a media disruption can 
be prevented. 
The more detailed the costs are modelled, the more precise can be the cost forecast for the product. Since 
the focus of the research project is on the design process, not all kinds of costs that evolve during the 
whole product lifecycle are mentioned. Production costs are in the focus because the design process is 
closely linked with the production process. However, with this method of cost modelling it is possible 
to represent any cost type of the product lifecycle. The cost library can easily be extended. 
By modelling costs within the design process of a product, the costs are allocated to individual cost 
centres. This contributes to the aim to connect the costs directly with the performances so that an 
optimum planning, management and controlling can be achieved to secure the corporate success. 
Another advantage of the cost modelling during the design process is the fact that already at this time 
in the product lifecycle it is possible to monitor the probable accumulated product costs by means of 
the model. This for example can lead to the realisation that the predicted costs are not within the 
prognosticated scope. In that case an early reaction is possible, for example the adaption of the design 
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to fit the budget or an early information about the prognosis, which can be included in further 
decisions. This in turn can lead to a saving of money and effort in later phases of the product 
lifecycle. 

4. Example product: Self-balancing two-wheel scooter 
As an application example a self-balancing two-wheel scooter has been chosen within this work. The 
scooter also serves as a use-case of the research project "Digital product life cycle" (ZAFH DiP). A 
basic model of this scooter was developed in a recent master thesis (Wünsch, 2016). Based on this, a 
model was created which combines the geometry with the costs and the materials of the described 
libraries. The result of the cost modelling can be seen in Figure 7. According to the used cost components 
and materials of the libraries the costs and weights can be listed in an excel file. It is also possible to 
present individual costs and weights for all components of the products. The calculation of product 
variants is no problem: for example 100 different configurations of a scooter can be generated by 
changing materials of the components which also leads to a change of manufacturing processes and 
different working times. The computation of these variants is not such a time consumable process so 
that many variants can be generated and compared. 
That in turn offers the possibility of optimization loops to get the best product valued by quality, cost or 
design aspects. 
Figure 6 shows four different scooters which were all generated by means of the same graph-based 
design language which was developed within the research project. They differ in the use of different 
materials, batteries, manufacturing processes, etc. 

 
Figure 6. Manufactured variants of the scooter 

For the prove of the methodology of the cost modelling, five variants of the scooter were generated: a 
model made of wood with cheaper engines and batteries, one made of aluminium parts, one made of 
mainly carbon parts, one made of mainly self-printed 3D-parts and one with a professionally printed 
3D-frame based on an automated topology optimized structure (Wünsch, 2016; Burkhart, 2017; 
Schuster and Pahn, 2017). Figure 7 shows the composition of the costs of these five variants by means 
of the cost modelling.  
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Figure 7. Cost overview of five variants of the scooter 

5. Discussion and reflection 
Before using the design language for costing, the cost modelling was created manually in Excel. This 
required a manual adjustment of the cost calculation whenever the design was changed or another variant 
was designed. This was error-prone and time consuming due to manual data synchronization and thus 
not always consistent. By the idea of the central data model within the graph-based design languages not 
only each product configuration has a consistent design but the cost model is always synchronized with 
the current product design. This approach leads to greater cost sensitivity, as the costs are always up-to-
date and directly visible. By using graph-based design languages with integrated cost modelling it is 
therefore possible to represent a self-balanced two-wheel scooter including several domains. This is 
especially remarkable, as the resulting system allows a dynamic development of new product 
configurations which are not only parametrical but also topological different. With this system, 
individualized scooter variants can very quickly be developed taking into consideration individual size 
and weight as well as individual requirements concerning operation range; maximum speed; maximum 
acceleration. For these configurations detailed cost information is instantly available. This also allows 
identifying less desirable configurations. Especially in connection with additive manufacturing methods 
new possibilities for individualized products are evolving. In this example graph-based design languages 
allow multi-domain modelling to an extend which cannot be achieved with conventional modelling 
methods - detailed cost calculation models are directly connected with elaborate simulations concerning 
durability and stiffness as well as electrical consumption. Currently the same methodology is also applied 
to complex product components in automotive and transportation industry (Holder et al., 2017a; Holder 
et al., 2017b; Ramsaier et al., 2017b) and multicopters (Ramsaier et al., 2017a). Integrating the design of 
the associated assembly system for this self-balanced two-wheel scooter can improve the informational 
value and the accuracy of the cost estimation and calculation, as applied to automotive production systems 
(Breckle et al., 2017). The reflection of the processes with the involved designers leads to the insight that 
a further development of the applied systems is desirable, but also that general objectives can be achieved. 

6. Summary and outlook 
The main thesis of the presented research that the problems arising with the complexity of cost 
consideration and the necessity of early cost consideration can be addressed by using graph-based design 
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languages for the design of a product is supported by the presented results. Further research work is 
needed (and planned) for an expansion of this indication. Additionally, further research will concern the 
integration of a commercial cost modelling program (Siemens Teamcenter Product Cost Management) 
and an expansion of the integrated cost model in the direction of further important aspects of the product 
life cycle such as ecological evaluation and recycling. 
Also interfaces to databases or ERP-systems of organizations will have to be realised so that for example 
material prices are always up-to-date in the central model without the need of manual adaption. 
Regarding the refining of manufacturing costs a library for assembly methods with an integrated 
calculation of unit times (predetermined motion time systems) requires research. 
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